**1. Project Overview**

* **Project Title:** Forecasting Tool for Swing Trading
* **Project Description:**
  + Project Goals & Objectives
    - The goal of this project is to create a stock forecasting web application specifically designed for short-term predictions. This tool aims to assist swing traders in making informed decisions by providing accurate and timely forecasts of stock movements. The objectives include developing a user-friendly interface, integrating reliable data sources, and employing advanced algorithms to predict stock price trends effectively.
  + Problem Statement
    - The primary problem this project seeks to address is the challenge faced by swing traders in accurately predicting short-term stock price movements. Swing trading requires making quick and informed decisions based on price trends, yet many traders struggle with the lack of reliable tools that offer precise short-term forecasts. Traditional stock analysis tools may not provide the granularity or timeliness needed for effective swing trading. By developing this forecasting tool, we aim to bridge this gap and equip traders with a robust, data-driven application that enhances their trading strategies and decision-making processes.
  + Key Research Questions
    - How can we develop a forecasting tool that provides accurate short-term stock price predictions?
    - What advanced algorithms are most effective for predicting stock price trends in swing trading?
    - How can we ensure the reliability and timeliness of the data sources integrated into the tool?
    - What features are essential for a user-friendly interface tailored to swing traders?
    - How can the forecasting tool enhance the decision-making processes of swing traders?
* **Project Timeline:**
  + 2024.12.04 – 2025.02.04
* **Team Members:**
  + Shane Peterson – Machine Learning Engineer

**2. Data**

* **Data Sources:**
  + Where did the data come from?
    - For updated symbols, we will utilize Finnhub, which provides real-time data and comprehensive financial information. In addition, yfinance will be employed for retrieving daily ticker information, ensuring we have the latest and most accurate market data available.
* **Data Description:**
  + Data dictionary:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Variable Name | Description | Data Type | Units | Range/Allowable Values |
| Date | The date of the trading day | DatetimeIndex | N/A | Excludes Weekends and Holidays |
| Open | The price of the stock at the beginning of the trading day | Float64 | Relevant Currency | Non-negative numerical values |
| High | The highest price reached by the stock during the trading day. | Float64 | Relevant Currency | Non-negative numerical values |
| Low | The lowest price reached by the stock during the trading day. | Float64 | Relevant Currency | Non-negative numerical values |
| Close | The price of the stock at the end of the trading day | Float64 | Relevant Currency | Non-negative numerical values |
| Volume | The number of shares or contracts traded during a trading day | Int64 | Shares (for stocks), Contracts (for options), or other relevant units depending on the asset. | Non-negative numerical values |
| Dividends | The value represents the dividend amount per share. | Float64 | Currency per Share | Non-negative numerical values |
| Stock Splits | Corporate actions where a company increases the number of its outstanding shares by issuing additional shares to existing shareholders | Float64 | Ratio | Non-negative numerical values |
| Capital Gains | Profits earned from the sale of a capital asset | Float64 | Relevant Currency | Non-negative numerical values |

* **Data cleaning and preprocessing steps:**

1. **Data Source**
   1. The data for this project is obtained from reliable financial APIs (Finnhub and yfinance), which typically provide clean and well-formatted data.
   2. Data Cleaning:
      1. Minimal cleaning required: Given the source of the data, minimal data cleaning is necessary.
      2. Data checks: Basic checks for data types, missing values, and outliers were performed.
2. **Feature Engineering**
   1. Percentage Change
      1. Description: This feature represents the percentage change in the closing price from the previous day's close.
      2. Formula: (Close\_Today - Close\_Yesterday) / Close\_Yesterday (Implemented in the code as data.Close.pct\_change() and assigned to the column named 'daily\_returns')
      3. Purpose: Captures the relative price movement and is used to assess volatility and returns.
   2. Bollinger Bands
      1. Description: These bands consist of three lines:
         1. Middle Band: A simple moving average (SMA) of the closing price over 20 days
         2. Upper Band: The middle band plus 2 standard deviations.
         3. Lower Band: The middle band minus 2 standard deviations.
      2. Calculation:
         1. Middle Band: Calculated using ‘ta.volatility.BollingerBands(close=data['Close'], window=20, window\_dev=2)’.
         2. Upper Band: Calculated using ‘indicator\_bb.bollinger\_hband()’.
         3. Lower Band: Calculated using ‘indicator\_bb.bollinger\_lband()’.
      3. Purpose: Visualizes price volatility and potential overbought/oversold conditions.
   3. 50-Day Simple Moving Average
      1. Description: The average of the closing prices over the previous 50 trading days.
      2. Calculation: Implemented in the code as ‘data['Close'].rolling(window=50).mean()’.
      3. Purpose: Acts as a trend indicator, smoothing out short-term fluctuations.
   4. Annualized Volatility:
      1. Description: This feature captures the overall volatility of the closing price over a year.
      2. Calculation: The code calculates the standard deviation of the daily returns and annualizes it by multiplying by the square root of 252 (assuming 252 trading days in a year). Then it assigns a category label ("Low", "Medium-Low", etc.) based on the volatility range.
      3. Purpose: Provides a quick estimate of the stock's overall riskiness.
   5. yhat:
      1. Description: This column represents the forecasted value for the time series at each point in the future.
      2. Creation: Generated by the Prophet model based on the fitted trend, seasonality, and other model parameters.
      3. Purpose: Provides the central prediction of the time series at future time points.
   6. yhat\_lower:
      1. Description: The lower bound of the prediction interval for the forecast.
      2. Creation: Calculated by the Prophet model to quantify the uncertainty associated with the forecast.
      3. Purpose: Defines the lower limit of a range of plausible future values, capturing the inherent uncertainty in the forecasting process.
   7. yhat\_upper:
      1. Description: The upper bound of the prediction interval for the forecast.
      2. Creation: Calculated by the Prophet model to quantify the uncertainty associated with the forecast.
      3. Purpose: Defines the upper limit of a range of plausible future values, capturing the inherent uncertainty in the forecasting process.
   8. Trend:
      1. Description: The estimated trend component of the time series.
      2. Creation: Extracted by the Prophet model to isolate the long-term growth or decline in the time series.
      3. Purpose: Provides insights into the overall direction and magnitude of change in the time series over time.
   9. Seasonal Components (e.g., Yearly, Weekly, Daily)
      1. Description: These columns represent the seasonal patterns identified by the Prophet model.
      2. Creation: Extracted by the Prophet model to capture recurring patterns within the time series at specific time intervals (e.g., annually, weekly, daily).
      3. Purpose: Allows for the identification and quantification of recurring patterns that influence the time series, improving forecast accuracy.
   10. Winsoizer features

* **Data Exploration:**
  + Summary statistics (mean, median, standard deviation, etc.)
  + Data visualizations (histograms, box plots, scatter plots)
  + Key insights and observations from the exploratory data analysis (EDA)

**3. Methodology**

* **Model Selection:**
  + Explain the chosen model(s) and why they were selected.
  + Justify the choice of algorithms (e.g., decision trees, support vector machines, neural networks)
* **Model Training:**
  + Training data and validation data splits
  + Hyperparameter tuning techniques (e.g., grid search, random search)
  + Model evaluation metrics (e.g., accuracy, precision, recall, F1-score, AUC)
* **Model Validation:**
  + Cross-validation techniques (e.g., k-fold cross-validation)
  + Model performance on the validation set
* **Model Deployment (if applicable):**
  + Deployment environment (e.g., cloud, on-premise)
  + Deployment process and considerations

**4. Results and Findings**

* **Model Performance:**
  + Present the final model's performance metrics.
  + Compare the performance of different models (if applicable).
* **Insights and Conclusions:**
  + Key findings and insights from the analysis.
  + How do these findings address the original business or research questions?
  + Limitations of the analysis and potential areas for improvement.

**5. Appendix (Optional)**

* **Code:**
  + Include relevant code snippets or links to a repository (e.g., GitHub).
* **Detailed Technical Notes:**
  + More in-depth information on specific technical aspects.
* **References:**
  + List of any external resources used (papers, articles, libraries).